UML 作为软件工程建模阶段的统一标准，已经有四十多年的历史，是经过相关专家学者不断地完善和改进而形成的第三代建模语言。在一个软件工程项目中，软件的设计阶段所生成的UML 文档几乎涵盖了该软件设计的全部信息，利用 UML 能够把工程的各种细节和部署描述得非常完整。经过多年的发展和完善，UML 已经展示了它在建模方面的优势和对需求分析阶段信息的反馈能力，无数次的工程实践可以证明 UML 可以对大型复杂软件系统的层次区分和构架基础进行优良建模。UML 作为一种表达能力和普适性都很强的语言，已经被多种建模工具支持。针对UML 向程序语言比如 C、C++或 java 高级语言转化的软件已经不在少数，UML 能够适应当前绝大多数的软件设计过程，同时对于面向对象设计流程中的模块化思想也能够完美表现。UML的特点可以总结为以下几个方面。

（1）对模型种类的适应性非常强大，可以支持构建任何特性的模型，即是说其中包含了对任何结构的设计，无论设计者有何种类型的构思和想法，只要对UML 规则有所了解，就可以通过该语言进行建模。

（2）对设计者来说没有约束，UML 对设计者需要构建何种类型的模型和需要反馈软件中何种方面的信息没有规定。设计者完全可以按照自己的意愿进行设计，并根据自己的设计选择不同的 UML 图例进行表达

（3）UML 的一大优点是可视化，同时其图示具有易于观察的特点，通过观察 UML 模型图，人们可以非常的了解设计者的意图及其设计的特点所在。

（4）UML 便于记录，目前支持 UML 的软件种类非常多，rational rose、Star UML、argo UML 等，既方便设计者进行软件设计，也方便需求方对设计进行了解。同时，每当设计者产生新的想法，只要在编码阶段之前就可以对当前 UML文档进行更新，具有简易便捷的特点。

（5）UML 作为软件过程中的应用语言，对于程序员也是非常友好的，编码阶段如果有新的工作人员进入，其可以通过观察 UML 文档而大大缩减工作的熟悉阶段。

2.2 UML 模型图分类

UML 建模总体来说分为动态建模和静态建模两类，但从模型图的区别上来说又可以细分为 10 种，不同的图可以从不同角度表达系统的属性。

静态 UML图主要保存了系统中的参与对象以及这些各个不同对象所参与的活动及关系，动

态结构则主要保存了系统中的运行流程与活动交互信息，这些图结合在一起就可以完整的从各个角度表达一个系统的属性和状况。下面将介绍 UML 图的十种图示。

（1）用例图：用例图中的元素包括参与者、用例以及他们之间的联系，例如一个售票系统，坐在电脑旁边的售票员和买票窗口外的购票人是参与者，而买票和收费就属于用例，而售票员和用户和收费用例都有联系。用例图一个很重要的功能就是能够让 UML 的读者明白系统中的参与者分几种，这些参与者又主要参加哪类用例活动，对系统功能模块有很好的划分作用。用例图中的主要关系分为四种

1）关联：关联主要指参与者和用例之间的关系，比如售票员和售票，购

票人和买票，其方向为从参与者出发到用例。

2）泛化：泛化主要指同类对象之间的关系，即参与者与参与者或用例跟用例之间的关系。比如公司员工可以泛化为经理和普通员工，买票可以泛化为网络购票和现金购票，而且泛化出来的用例同样包含与其基础用例相关的所有关系，也包括基础用例中的全部信息。

3）包含：包含代表用例的内部功能划分，也代表用例中的一部分。比如整个购票用例包括订票、支付、取票三个部分，则购票和支付之间就是包含关系。子用例不一定包含父用例的所有关系，比如公司员工的用例为工作，工作又包含审核员工和基本工作，其中审核员工由公司员工中的经理参与，一般员工不参与此项用例。

4）扩展：扩展同样是用例之间的关系，但扩展出来的用例相当于一种附加条件，比如购物是用例，而买一赠一为其扩展用例。

用例图作为系统中大部分功能的信息记录，对于系统模块的划分有着重要意义，人们通过对用例图的观察能够在很短的时间内就明白的系统的功能和各部分之间的关系。

（2）状态图：状态图主要表示系统中某个对象或整个系统在运行过程中的各个状态及造成状态发生转移的条件，同时也包含状态的下一步选择分支及在该分支处的判定条件。状态图主要包括初始状态、终止状态、转移警戒条件、转移结果以及子状态结构等。其中初始状态是系统或对象所处的最初状态，满足下一步转移的警卫条件时才会发生变化；子状态则指当前状态内部有更加具体的状态变化。总体来说，状态图蕴含着系统发生变化的判定条件信息和系统的生命周期信息，这对于系统的整体结构建立都有着至关重要的意义。

（3）时序图：时序图主要表示系统流程各个事件中不同对象参与时间的先后关系，同时也包含对象之间的交互信息。在 UML 规范更新至 2.0 版本之后，时序图中添加了多种组合片段，可以表示更多信息。这里介绍几个主要的组合片段：

alt：该组合片段代表转折，即此处带有判定，如果某变量的值符合当前变化条件，则 alt 片段中的对象对发出与原来不同的消息。

loop：该片段表示循环，如果此片段内某条件未成立则该对象一直循环发出消息。

seq：该片段表示顺序执行，即此片段内的消息需存在先来后到的顺序关系，先到的消息会首先得到响应。

par：代表并发，指当前到达的消息可以同时触发两个或多个操作并发执行。

还有其他结构这里不再一一介绍，时序图在本课题的研究中具有十分重要的意义

（4）类图：类图最直接的用处就是可以将其中蕴含的信息直接转化为面向对象高级编程语言中的类定义，实际上很多软件也支持将高级程序语言中的类定义及声明转化为 UML 类图。这充分说明类图在软件设计阶段处于后期设计

（5）活动图：活动图主要用来显示系统运行流程及其在运行过程中的所有节点判断条件。其主要意义是可以在软件业务功能模型中显示工作执行流程。

（6）协作图：协作图在 UML2.0 以后被重新定义名称为通信图，主要用来表示一件复杂事件中不同对象的合作关系，与时序图不同的是它更加注重消息的发出者和接收者之间的组织关系。

（7）组件图：组件图倾向于系统内部的整体关系，比如代码和库文件之间的链接，或者是源代码结构的低耦合性与高内聚性，其最重要意义是反映了设计阶段的代码规划与组织。

（8）部署图：部署图主要表示软件系统在实施阶段的硬件部署情况，同时包含了系统中的软件和硬件结构信息。

（9）包图：包图可以作为系统中的一种组织结构，当系统中类因为数量关系难以表达时，设计者加入包这种组织来进行较为简单的划分。

（10）对象图：和类图十分相似，若作为软件编码前测试用途信息时和类图基本无区别，这里不做赘述。
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